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# Introduction

In this thesis a new web application is introduced to visualize the simulation of robot operated car park system of which algorithm is developed by Dirk Oliver Theis at University of Tartu. The aim is to come up with the best solution for visualizing the algorithm that makes the algorithm easy to grasp. Furthermore, the visualization has to fill the requirements set by the algorithm. The solutions found in the thesis are used in making the web application that will show the work of the algorithm.

The main obstacles to overcome this thesis is to find the right tools for making a visually appealing, interactive simulation of visualization of robot car parking systems. Furthermore, the right tools will have to be chosen to interface with the algorithm library and with the user. The tools are required to work efficiently together and support visualization process. In addition, the thesis tries to answer to the question how to visualize these kind of algorithms the best for interactivity and understandability. This thesis covers the research of finding the most efficient and understandable way to visualize the simulation of robotized car parking system.

In addition, it covers the extensive practical work during the development of the web application. This includes the client part of the application, part of server that interfaces with the client and finally, part of server that interfaces with algorithm library. As the library is stateless, the application also has to hold the state of the parking lot in its memory.

The findings of the thesis are demonstrated in developing the aforementioned visualization application.

# Overview

In the following chapter the background of the application is described and compared to the similar solutions. In addition, it is explained why the proposed solution fits the best for the needs of the project.

## Robot car park system

Nowadays parking a car is more and more challenging task – especially in metropolitan areas. The problem is that the cities are getting denser, there are more people in the centre of the cities than there has ever been – but the area for parking spaces is not changing correlatively.

To overcome that problem, cars have to be fitted to the parking lot more densely than it is possible in regular parking lots. There are options in the market to do that, for example Ferris wheel-like parking systems, also known as paternoster systems [1]. These systems have been around from 1920’s and are starting to make now comeback in Europe and USA. The problem of paternoster system is the high cost of construction and need to overlook and usually demolish the existing infrastructure.

The other problem that can be seen usually in bigger or multi-story car parking lots is the time it takes to park and later to retrieve the car. It can take very long time, especially when the parking lot is operating almost in full capacity. Finding a place can be really arduous.

Newer parking lots and parking houses have got smarter. They have sensors that can see if the parking space is occupied or not. This information can be shown as aggregated data before entering the parking lot or parking house by how many free spaces, if any, are left. In addition, it is possible to show with green or red lights in front of every parking space if it is free or not.

Although these systems have made it parking the car more convenient, the capacity of a parking lot or parking house can be improved even more. So can the parking / retrieval time for the car owner be reduced dramatically.

This can be done by using an automated parking system that can use existing infrastructure with minimal changes needed. Suggested system (RCPS for short) is using a specified amount of small robots to park the cars.

The simplified flow of parking in RCPS parking lot from driver’s perspective is described:

* Driver drives the car to the designated marked area just outside the parking lot.
* Driver and all the passengers get out of the car.
* Driver locks the car and takes a ticket from the parking lot printer or uses a mobile application to park the car.
* Robot retrieves the car from the area driver left it.
* Robot takes the car into the parking lot and parks it.

As one can see, the process of a driver finding a parking space in a parking lot is eliminated from the parking process by RCPS.

The simplified flow of retrieving the car in RCPS parking lot from driver’s perspective is described:

* Driver inserts the ticket received from the parking lot printer to the parking lot information system or driver uses mobile application to send an order to the parking lot for car retrieval.
* Robot retrieves the car from parking lot and parks it outside the parking lot in designated retrieval area.
* Driver and passengers enter the car and drive away.

In conclusion, advantages of RCPS compared to usual parking lots are:

* Bigger car density
* No car damage (paint scratches by other people parking etc.)
* No exhaust fumes (robots are working with electrical motors)
* Dramatically reduced noise reduction (no combustion engines and people talking)
* Quicker car parking and retrieval for clients

These advantages, usually not all of them at once, are also the advantages of other automated parking systems compared to the usual parking lot. One of the main advantages compared to other automated parking systems of RCPS is the relative cheapness of it.

As said before, the basic infrastructure of the already existing parking lot or parking lot does not need to be demolished and can be used as a basis of RCPS. There is only need to install sensors, robot’s charging ports, new parking terminal and other relatively cheap things. Also the designated parking and retrieval spots have to be marked – they can take the place of entrance and exit of existing parking space. And, of course, the robots and installation has to be purchased.

The robots themselves look a lot like robotic vacuum cleaners – they are small and flat. Robots move cars by driving underneath one and then lifting the car up by that much that the tyres of the car do not touch the ground, move it to the parking space meant for the car and drop it.

The movement of cars and robots is controlled by the main controller, that gives instructions to the robots what to do at what timeframe. The algorithm for the said controller is being developed in University of Tartu and is part of an enterprise project ordered by external client.

To show the efficiency of the RCPS and algorithm beneath it, an application is to be made to visualize the effectiveness of RCPS compared to the usual parking lot.

## Similar solutions

The main objective the RCPS application tries to accomplish is to show potential customers that RCPS is more efficient with the parking space than the usual parking lot and the customers of parking lot will have better user experience.

The user experience consists of, amongst other indicators, the time it is needed to park the car and retrieve the car. These two indicators are directly correlated to how effectively the parking spaces in the parking lot are used. In busy days, there can be times that all of the spaces of a parking spaces are full. Now, the question is how does the RCPS handle these busy days and does it handle them better than people in usual parking lots would do that.

To present the RCPS to a customer, two different paths can be taken – the RCPS can be either presented on a big screen by the RCPS provider’s company to the customer, or customer can interact himself or herself with the virtual RCPS parking lot. The objective is to build an application that can be used for both options.

RCPS presentation is, in essence, nothing more than showing the movement of cars and robots in time.

In essence RCPS is an application that takes a parking lot as an input and will start executing movements on the screen relative of time. Also, it is visualizing the work of an algorithm. Taken those two approaches into account, similar solution can be found in algorithm visualization and time-based graphical movement. In some cases, they overlap.

### PathFinding.js

PathFinding.js itself is a path-finding library written in JavaScript for tile-based games[[1]](#footnote-1). The online demo of the library[[2]](#footnote-2) is for visualizing the different path finding algorithms implemented in the library. Upon opening the demonstration, client is introduced to a screen with a grid where all but two squares are white. The green square is the start position and red square the end position for path finding. User can add obstacles to the grid by using the mouse and move the start and end positions from their original positions. There is possibility to choose from 8 different algorithms and compare how they find the solution for the problem. When the user starts the visualization, every step of algorithm is shown on the screen with grey, green or blue squares, depending on the algorithm. When the algorithm has finished, user can see the length of the path, time it took and how many operations did the algorithm have to do.

The PathFinding.js demonstration is similar to RCPS in many ways – it visualizes the work of an algorithm, is somewhat interactive (user can give the input for the program) and is an application in Web browser. The differences are deal breakers – it is meant for demonstrating one type of algorithms only and is not capable of working with parking lots. Furthermore, the movement of the grids is not smooth – something that is a requirement to make the visualization of machine’s movement resemble real life situations as much as possible.

### VisuAlgo

VisuAlgo is an application that visualizes data structures and algorithms through animation[[3]](#footnote-3). User has a big choice of different data structures to choose from where each of the data structures has its own algorithms that can be visualized. The visualization can be shown automatically or step-by-step. In addition, pseudocode of the algorithm with highlighted step is shown on the screen for better understanding of inner workings of the algorithm. VisuAlgo has two modes, exploration mode where a user can simply discover the data structures and algorithms that go with them him/herself and e-Lecture mode, where the user will first learn about the data structure and has a tutorial of how to animate the algorithms before actually using them.

The overlapping of RCPS and VisuAlgo functionality is quite small – the only similarity is the abstract algorithm visualization. VisuAlgo is showing the algorithms quite differently from what RCPS has to. The purpose of VisuAlgo is to educate people on how different data structures and algorithm works. The aim of RCPS is to show that the algorithm used for car parking robots is more efficient than the contemporary manual parking system. The algorithm beneath it is a trade secret and the inner workings of it are not meant to be public.

# Application requirements

## Non-functional requirements

In the following subchapter, the non-functional requirements of the RCPS’s application are defined.

### Appearance

The application has to look appealing and pleasant to the customer.

### Scalability

The application can be used with up to 50 x 50 size parking lots and have instruction set of 1000.

Up to 200 users can use the application concurrently.

### Usability

The application can be used without extra manual by an English speaking person with medium computer usage skills.

### Reliability

The application works without any fatal problems 99% of the uptime.

### Correctness

The application shows the correct movement of the machines on the screen 99% of execution times.

### Durability

RCPS application will have an uptime of 23 hours and 30 minutes per day, 6 days, 12 hours per week and 28 days per month without any fatal crashes.

### Efficiency

The application must use less than 1 MB of network resources to show to load the parking lot with three different models of cars.

### Reusability

The application has to have the ability to be rewritten in minimal effort to visualize any other parking lot simulation with either implicit or explicit instruction set.

In case of implicit instruction set, an instruction set where the whole parking layout and every parking space’s state is written out for every instruction step. It is necessary for the RCPS application to convert these instructions to explicit instructions.

Explicit instruction set has explicit orders for every machine on the lot for every instruction step. For example, “R0”, “E” would mean that at that time, robot with ID R0 should move one step east.

### Extendibility

Event handler what takes the ID of machine, can be extended to be interactive simulation.

### Portability

The client application has to be usable from Linux, OS X and Windows operating systems when using Mozilla Firefox, Safari or Chrome web browsers. In addition, the client application has to be usable from Android and iOS mobile devices using respective native web browsers.

The server application has to run on Linux and Windows operating systems with Python 3.5+, bottle and Jinja2 installed.

### Documentation

The application has to have clear installation and usage instructions. The source code has to commit to the standards of the programming or mark-up language used and be thoroughly commented.

### Installation

The application can be installed to a server by a system administrator and run without any extra requirements than specified in the documentation. The client application does not need any installation.

## Functional requirements

Following requirements describe the functionality of the application to be created

* Application is able to read the robroute file format
* Application is able to construct parking lot and machines’ instruction from a robroute instruction file.
* Application is showing static images of the start and end state of the simulation
* Application is visualizing the simulation of the algorithm
* Application is able to scale accordingly to parking lot size and viewport size
* User is able to choose the parking lot layout from the application to visualize

In the following subchapters the requirements are explained in detail.

### Application is able to read the robroute file format

Robroute file format is the outcome of the robot car park system algorithm. It consists largely of four parts:

1. The width and height of the parking lot
2. The layout of parking lot
3. Number of movement steps
4. Movement steps

Width and height of the parking lot are two integers that describe will be the size of the parking lot.

The layout of the parking lot describes for each parking lot’s space to where it is possible to move from that parking space.

Number of movement steps shows how many movement instructions will follow in the file.

Movement steps show the state of every parking space in given step. Every parking space has four state variables.

1. onNode state shows what type of car is in the space at this step or if the space is empty.
2. ndStat shows the robot state in the space at the step. There can either be no robot or the robot can be ready, moving or lifting/dropping a car. Also, on the state it is shown either the robot is there with some type of car or alone.
3. rVertical state describes the vertical movement of the robot. It can either lift the car (there are 5 different levels of lifting), drop the car or there might be no vertical movement.
4. rMove state describes the horizontal movement of the robot. It describes the movement in all four possible directions (North, South, East or West), if the robot is moving with or without the car and is it accelerating or already moving.

### Application is able to construct parking lot and machines’ instructions from a robroute instruction file

As mentioned before, the robroute file includes the width and height of the parking lot and the layout of parking lot. The parking spaces have to be given coordinates in a grid (x and y coordinates). Also, the different types of parking spaces have to be considered as there might be cases where the parking lot is not perfect rectangle without any obstructions in the middle.

The instructions in robroute file are generated by C++ algorithm which uses bitwise addition to characters for differentiating the states. The states need to be converted back from characters to meaningful state enumeration.

Furthermore, the instructions are not explicit as in they do not give an ID to the machine. For visualization purposes they have to be converted to explicit instructions.

### Application is showing static images of start and end state of the simulation

In order to grasp the simulation fully, start and end state of the simulation has to be seen on the screen.

### Application is visualizing the simulation of the algorithm

User has to be able to see all of the steps of algorithm simulation on screen. The simulation has to be visualized continuously – it cannot be step-by-step static images.

### Application is able to scale accordingly to parking lot and viewport size

As the application can be used from variety of devices with different screen resolutions and the parking lot sizes can vary vastly, the application has to be able to scale accordingly.

### User is able to choose the parking lot layout to visualize from application

There are different parking lot simulations that can be visualized. User has to be able to choose between them before the simulation and also change the layout during the visualization.

# System architecture

Technologies used are state-of-art and work for the best result. Web application approach was chosen as in recent years, the browser support for HTML5 technology stack standards has improved drastically, which makes web application developed for HTML5 truly crossbrowser and cross-device experience. The other advantage is the ability to access the application from any location.

Originally, Phaser was chosen as a JavaScript library supporting the visualization part of the development as it has the right support for the requirements of the application. This includes scalability in screen sizes and JSON support. JSON is used as data object transmitting standard as it is quicker to parse and transmit, but also because of its integration in JavaScript language. In the early stages of development process, where the architecture of the application came more apparent, Phaser was ditched from the technology stack as it did not support the core methodologies used in the application.

Python is used as a server side language for its easy to read syntax and possibility to implement new features quickly. Bottle is used as a web framework for it’s lightweightness and simplicity. It has the ability for function-call mapping for clean and dynamic URLs.

## Architecture overview

## Server side platform selection

Nowadays server side programming can be made by many different languages that have different approaches on the web server design patterns. These language include Java, ASP.NET, Python, PHP, Ruby on Rails et cetera. For this project four languages were taken under review that could fill the requirements set by the client side application and the comfortableness of the author in the languages. These languages are Python, PHP, Java and ASP.NET, which builds on C#.

Java is a general-purpose programming languages. The approach in Java is to let developers “write once, run anywhere” [1]. Java is used in a huge variety of use cases, including desktop applications, mobile applications and web applications, client and server side.

PHP is a server-side scripting language which is designed for web development. It can also be used as a general-purpose programming language. PHP is still one of the popular choices of web developers, known for huge community, big variety of frameworks and good documentation. ASP.NET is Microsoft’s open-source web application framework designed to produce dynamic Web pages.

ASP.NET uses C# programming language. A comparative study [2] compares the three aforementioned web technologies using MVC (Model-View-Controller) design pattern on all of the cases to build a web application. In Java that means using JSP web pages (\*.jsp) as views, the controllers are developed using Java servlets and the models are developed using Enterprise Java Beans and Java Persistence API. In ASP.NET, views were developed using Active Server Pages. The controllers are in C# code and views can be developed by either razor or aspx. As PHP does not have its own MVC design pattern, PHP system was implemented using CakePHP framework.

The study concluded that Java processes Login HTTP requests faster than two other systems. The study also shows that Java is the quickest to process GET method requests, but ASP.NET is the quickest in processing POST method requests. All in all, Java and PHP were found to be cheaper to implement compared to ASP.NET. The downside of Java is the difficulty of using it compared to CakePHP and ASP.NET.

Python is a general-purpose dynamic programming language first appeared on 20 February 1991. Amongst others, these are the guiding principles of Python’s design:

* Beatiful is better than ugly
* Explicit is better than implicit
* Simple is better than complex [3]

For web serving purposes, Python uses Python Web Server Gateway Interface (WSGI) as a standard interface between web servers and Python web applications or frameworks [4]. In addition of Python having clean, simple syntax, it also has a wide variety of WSGI frameworks to choose from.

Taking into account the findings in the study, Python is used in the development of server side application for robot car parking system visualization. The reasoning is the advantages over other mentioned programming languages – cleaner syntax without much broilerplate (compared to ASP.NET and Java) and clearer function naming (compared to PHP).

### Python web framework selection

Choosing the right web framework for the application can be troublesome as there are so many different frameworks available. As the application does not need much in terms of web server capabilities itself, the non full-stack frameworks will suit the best. Three of most popular ones are compared: Bottle, CherryPy and Flask.

#### Bottle

Bottle is a lightweight Python micro web framework. It was first released on July 1 2009 by Marcel Hellkamp. It is easy to use, has built-in template engine, Support for JSON client data and can be extended with different plugins. [5] Furthermore, Bottle has a built-in web development server and supports any WSGI capable HTTP server. Built-in web server makes it easy to develop and test the code.

#### CherryPy

CherryPy is an object-oriented web framework for Python. It has a flexible plugin system, powerful configuration system, reliable WSGI thread-pooled webserver amongst other features. CherryPy has been available over ten years and is open-source project. [6]

#### Flask

Flask is a micro framework for Python that is based on Wekzeug and Jinja 2. Flask’s intention is to keep the framework core simple and at the same time extensible, where an extension can be added to the project when it really is needed. This makes Flask minimal and keeps points of failures low. [7]

All of the three aforementioned web frameworks provide similar functionality keeping the application simple without adding any unnecessary overhead. For the application, Bottle was a framework to be chosen. The reasoning was the subjective ease of starting and clearness of documentation by author.

## Data object transmitting standards

The traffic between client and server in the discussed web application in this thesis will, in majority of times, be by asynchronous calls. AJAX [8] standard will be used to accomplish that. There raises a dilemma, which kind of data object transmitting standard to use in this process. The ones under review are the two most popular, XML and JSON.

XML (The Extensible Markup Language) is considered the ‘holy grail’ of computing for its universal data representation format. The priorities when designing the languages were simplicity and human readability. It is primarily used for Remote Procedure Calls. XML does not have any pre-defined tag sets – everything can be configured by user. An example of an object in XML is provided in figure 1.

<person>

<firstname>Suido</firstname>

<lastname>Valli</lastname>

</person>

**Figure 1.** Example of XML object.

JSON is designed to be human readable and easily parsed and used by computers. JSON is directly supported inside JavaScript. JSON is estimated to parse up to hundred times faster than XML. The disadvantages over XML include lack of namespace support, lack of input validation and extensibility drawbacks. An example of an object in JSON is provided in figure 2.

{

“firstname”: “Suido”,

“lastname”: “Valli”

}

**Figure 2.** Example of JSON object.

From the study [9] it can be concluded that sending data in JSON encoding is in general faster than sending it in XML encoding. On the other hand, the transmission times of XML are lower when fever objects are transmitted. As for the fact that sending and parsing JSON data is generally faster than doing the same with XML data and that JSON is natively supported in JavaScript, JSON will be used in the thesis project for transmitting data objects between client application and server.

## Client side platform selection

There are quite a lot web technologies in use to make a graphic animation. Three of the biggest are Flash, Java and combination of HTML5, CSS3 and JavaScript.

Adobe Flash, formerly known as Macromedia Flash and Shockwave Flash, is a platform for creating rich Internet applications, usually used for development of Web-based games and interactive tools. Flash Player plugin is required for Flash content to work as it runs as a client-side sandboxed virtual machine [10]. Downside of Flash is the fact that it is proprietary technology.

Java is a powerful development platform. In Web browsers, Java runs in sandboxed virtual machine. For that fact, Java applets are theoretically platform-independent. The problem with Java is its need for the plugin and the fact that different applications may need different versions of the plugin. Furthermore, the initialization of the applet can be long. Also, there are serious security issues, due to what Java applets are not executed automatically in Web browsers anymore [11].

HTML5, CSS3 and JavaScript (from here on abbreviated to HTML5) provide open source alternative to Java and Flash. HTML5 is used provide static content, CSS3 to style the said content and JavaScript is used to make the content dynamic. As HTML5 is supported by all major browsers without plugin, the users do not have to be worried about security risks. One potential disadvantage of HTML5 would be the different interpretation of the standards by different browsers, but these could be easily overcome with some JavaScript libraries, for example jQuery. The main disadvantage of HTML5 is the relative ease to see the source code. As this thesis is in public domain, this fact is not accounted when choosing the web technologies. As mobile devices have much more interaction channels than traditional network channel, there are new ways for untrusted data to enter mobile devices. When this data is executed, there could be serious consequences. Solutions like PhoneGap are developed to fix the issue. [12]

As the main reason the web application approach for visualization was chosen was the application to run seamlessly on any number of devices, Java and Flash are ruled out mostly because of their plugin requirement, but also for the fact that they are morally old technologies and, as use of them decreases steadily, they might not be supported soon. The technology used for making the visualization application is HTML5 technology stack: HTML5, JavaScript and CSS3

### JavaScript Libraries

JavaScript as a language is very extensive and right now, the language that web programmers use. For visualization, one could start from scratch and invent the logic behind the animation him/herself. This approach is prone to errors and very time exhausting. As there are plenty of different graphics frameworks written on top of JavaScript, it would be wise to study the options and choose the most suitable one.

Ten different options will be studied and best suited for the purpose is chosen. [13]

CAAT (Canvas Advanced Animation Toolkit) is a 2D director based scene graph renderer. CAAT has a chance to have multiple instances as you can have unlimited number of directors for each web page. It is very diverse toolkit with unlimited number of timelines and actors. CAAT has abstracted input system and it does resource management and preloading. Disadvantages of CAAT is that it was last updated over two years ago and it does not have a community behind it.

CakeJS is a scene graph library written in JavaScript meant for HTML5 canvas tags. It has animation timelines and it supports mouse events. It does not support easy resizing of application in different screen sizes and aspect ratios. Furthermore, this project has been archived.

Canvas Engine is a library for easily creating games in HTML5 Canvas. It works on modern browsers and also smartphones. The scenes can be structured and preloaded. In addition, Canvas Engine has a model for handling server-side events to develop a multiplayer game. Although Canvas Engine is meant for building games, it is also suitable for the purpose of robot car parking system visualization and simulation. The main disadvantage is the smallness of community and the fact that Canvas Engine has not been updated for over a year.

ChesterGL (Chester Game Library) focuses on ease of use and performance. It supports a simple scene graph. It has time based actions, different shaders (for WebGL) and batched sprites. The disadvantage of ChesterGL is smallness of community and infrequent updates, lastly updated 2 years ago.

Cocos2d-JS is a game engine for web and native games. It has high performance, has modern JavaScript API, full platform without needing plugins. Furthermore, there is a capability to test and debug the developed application on the browsers before pushing them to target device. It has vast API including transitions, events, persistence et cetera. Cocos2d-JS is a good candidate for the JavaScript library to be used in the thesis practical work.

Construct 2 is designed for creating 2D applications rapidly. It is very high level framework. Construct 2 is not open source nor free as majority of other libraries discussed in this thesis. The major difference of Construct 2 is that it does not require any coding – the primary method of programming is through the event sheets. As Construct 2 is not free and there can be issues interfacing with server that cannot be issued inside the event sheets environment, it is not suitable for the purpose of the application developed in thesis.

Crafty is a flexible 2D framework for JavaScript games. It can either use Canvas or DOM, it has sprite map support and collision detection. It is also lightweight framework and open source. Furthermore, it is actively developed and has active community. All in all, Crafty is a considerable candidate, taking into account the requirements of the application developed.

EaselJS is a 2D graphics engine which supports objects nesting and has mouse interaction model. It uses familiar approach for developers which should make it easy to work with. EaselJS is frequently used in making HTML advertisements. ImpactJS is a 2D and isometric HTML5 graphics engine. Tit supports real time multi user application and implements a scene graph based architecture. It has a built in physics module.

ImpactJS is a considerable framework to use for the application, as it allows creating in addition to two-dimensional scenes isometric scenes, which can be beneficial for understandability of algorithm workings.

Phaser is a free 2D game framework that supports Canvas and WebGL rendering. It uses Pixi.js internally for rendering. Phaser can automatically switch between Canvas and WebGL rendering, according to the available technologies in the device. Phaser can use JSON and XML for asynchronous calls, it supports inputs from mouse, touch screen, keyboard. Furthermore, with Phaser has built-in Scale Manager which allows developer to scale the application to fit any size screen. Phaser is actively developed and has active community.

Although there are plenty of good candidates in the 10 reviewed libraries, the author chose Phaser as it has the most useful features needed for the development of parking system visualization built in. For example, it can use JSON or XML data without any further libraries or development on programmer part.

In the early stages of development it came apparent that the chosen framework is not the best choice for developing an application specified by requirements mentioned in chapter 3.2. The problem is that as Phaser is meant to develop games, there is no way to give instructions where one object has to be on specified frame. After considering alternatives, author ditched the additional layer of 2D framework and used vanilla JS and jQuery to construct a working visualization on HTML5 canvas element.

# Application overview

## Application flow

### Rendering the index page

Application starts by user going to the index page of application web page. For development process, it is <http://localhost:8080>. Upon arrival to the page, the web server will return the index page template. Next, AJAX call is made to /Route/GetRouteList page of server to retrieve the available parking lot instructions.

### Choosing the parking lot and instructions

When the available parking lot instructions have been retrieved, user can choose the parking lot instruction of what they want to see the simulation of. When an instruction gets chosen, the client makes two AJAX calls to server. Firstly, to /Route/<routeNr>/Layout to get the layout of the said parking lot. Second AJAX call is made to /Route/routeNr/Instructions to get the instruction steps for the parking lot.

#### Retrieving parking lot layout.

Upon server getting a request to return parking lot layout, it calls get\_parking\_layout(route) function. Route is an object that is returned by function get\_route(filename).

get\_route(filename) reads the file with the name given in function argument and returns Route class object. Route class object consists of three parts:

* lot\_size, which is an array with two values – number of parking spaces in parking lot vertically and horizontally
* lot\_layout, which is a two-dimensional array that holds the parking space’s state (to which directions is it able to move from this parking space)
* instructions\_array, which is an array of instruction steps that hold the four different states for each parking space in each array.

get\_parking\_layout(route) returns a JSON object describing the width and height of the parking lot concerning the parking spaces, layout with parking spaces states and machine array that describes the position of the machines in the grid, their ID and their sprite image.

Machine array uses get\_coordinates(route, level, making\_instructions=False) function to get the aforementioned information. get\_coordinates() function will go over the instructions of the level mentioned in argument of the route and finds where the car or robot is. The car or robot is given ID and the array of machines with their states, models and ID’s is returned.

#### Retrieving instructions

get\_instructions(route) function is called upon server getting a request to /Route/routeNr/Instructions. The function will take initial machine array as a starting point by calling function get\_coordinates(route ,0, True). Adding True as third argument will add the four states to every machine’s array. Next, the function loops over every machine in the machine array and goes over all the instruction steps. When looping over the instructions, it keeps record of machine’s ID and coordinates and will change the machine’s coordinates accordingly to the states.

The function returns the array of explicit instructions needed by the client to move the machines accordingly.

### Rendering the main workspace

Upon client retrieving the route instructions and parking lot layout, the main workspace is rendered. This happens in following steps:
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Appendix

1. Glossary

|  |  |
| --- | --- |
| Caret  The bar (or other symbol) marking the active editing point. | Sisestusmärk  Märk, mis märgib teksti sisestamise asukohta. |
| Template  A gauge, pattern, or mold, commonly a thin plate or board, used as a guide to the form of the work to be executed. | Mall  Näidik, muster või valuvorm, mis esitab täitmisele võetava töö struktuuri. |
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